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POR

Manuel Ignacio Pérez Carrasco
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Abstract

For success fully training deep neural networks, we usually need a large amount of an-

notated data in order to avoid the overfitting and being able to generalize to new data.

In most of real cases, getting labels is difficult and time consuming. In this work we

address the problem of transferring knowledge obtained from a vast annotated source

domain to a low labeled or unlabeled target domain, reducing the efforts to get la-

bels on the target. We propose Adversarial Variational Domain Adaptation (AVDA), a

semi-supervised domain adaptation method based on deep variational embedded rep-

resentations. The idea of AVDA is to use a mixture of Gaussian distribution as a prior

for the latent space, mapping samples that belong to the same class into the same

Gaussian component, independently of the domain membership, using approximate

inference. We use adversarial methods to align source and target distributions in la-

tent space for each class independently. We tested our model using the digits dataset,

which contains images of handwritten digits and images of number of houses. We

empirically show that on a semi-supervised scenario, our approach improved the state

of the art for digits dataset from 0.3 to 1.5% of accuracy using only 1 and 5 labels per

class. Also, we tested out model using images of galaxies from the Cosmic Assembly

Near-infrared Deep Extragalactic Legacy Survey (CANDELS, [23]) as source and the

Cluster Lensing and Supernova Survey with Hubble (CLASH, [62]) as target. We em-

pirically show that using few labels our model presents a significant speed-up in terms

of the increase in accuracy, and the model keeps improving as more labels we add.
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Chapter 1

INTRODUCTION

Deep neural networks have become the state of the art for a lot of machine learning

problems. However, these methods usually imply the need for a large amount of la-

beled data in order to avoid overfitting and be able to generalize. Furthermore, it is

assumed that train and test data come from the same distribution and feature space.

This becomes a huge problem in cases when labeling is costly and/or time-consuming.

One way to address this challenge is to use a source domain which contains a vast

amount of annotated data and reduce the differences in distribution (domain shift) be-

tween this domain and a different, but similar, target domain in which we have few or

even no annotations.

Domain adaptation (DA) methods aim at reducing the domain shift between datasets

[58], allowing to generalize a model trained on source to perform similarly on the target

domain by finding a common shared space between them. Deep DA uses deep neural

networks to achieve this task. Previous works in deep DA have addressed the problem

of domain shift by using statistical measures [48, 46, 83, 87, 94, 78, 60] or introducing

class-based loss functions [81, 15, 51, 52] in order to diminish the distance between

domain distributions. Since the appearance of Generative Adversarial Networks [21]

new approaches have been developed focused on using adversarial domain adapta-

tion (ADA) techniques [14, 13]. The goal of adversarial domain adaptation [82] is to

learn from the source data distribution a model to predict on the target distribution by

finding a common representation for the data by using an adversarial objective with

respect to a domain discriminator. This way, a domain-invariant feature space can be

used to solve a classification task on both the source and the target.

Despite ADA methods being good at aligning distributions even in an unsupervised

domain adaptation (UDA) scenario (i.e. with no labels from the target), they have
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problems when facing some domain adaptation challenges. First, since most of these

methods were made to tackle UDA problems, they usually fail when there is a signif-

icant covariate shift between domains [95]. Second, these methods are not able to

take advantage of the semi-supervised scenario in order to produce more accurate

models when a few amount of labels are available from the target, generating poor

decision boundaries near annotated target data [71]. This behavior has been studied

in different works, which tried to adapt domain-invariant features from different classes

independently [72, 37].

In this work, we propose Adversarial Variational Domain Adaptation (AVDA), a do-

main adaptation model which works on unsupervised and semi-supervised scenarios

by exploiting target labels when they are available by using variational deep embed-

ding (VaDE, [34]) and adversarial methods [21]. The idea behind AVDA is to correct

the domain shift of each class independently by using an embedded space composed

by a mixture of Gaussians, in which each class correspond to a Gaussian mixture

component. Specifically, for the source domain we map samples that belong to the

same class into the same gaussian mixture component in latent space optimizing the

Kullback-Leibler (KL) divergence, while for target domain, we use the discriminator and

KL divergence to force samples to map into the Gaussian mixture component associ-

ated to the objects classes. By doing this, we aim find a common shared feature space

for each class independently of the domain membership.

The performance of AVDA was validated on benchmark digit recognition tasks us-

ing MNIST [43], USPS [9], and SVHN [55] datasets and on a real case consisting in

galaxy images using the Cosmic Assembly Near-infrared Deep Extragalactic Legacy

Survey (CANDELS, [23]) as source and the Cluster Lensing and Supernova Survey

with Hubble (CLASH, [62]) as target. We demonstrate competitive results among other

methods in the state-of-the-art for the digits task and then show the potential of our

model obtaining speed-up in performance when few target labels are available even in

a high domain shift scenario.
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Chapter 2

BACKGROUND AND RELATED WORK

2.1 Deep Neural Networks

2.1.1 Perceptron

The idea of deep neural networks [66] is to mathematically model the human neuron

function. In the particular case of feed-forward neural networks, the modeling is made

through a unit base called perceptron [66]. The perceptron is defined as

ŷ = f(
n∑
i=1

wixi + b), (2.1)

where wi represents the parameters of the perceptron, xi represents the input and b

is an scale factor called bias. The activation function f is a non-linear function which

determines the output of the perceptron. The scheme of a perceptron is displayed in

Figure 2.1

Using the perceptron we are able to obtain differentiable non-linear functions by

using the activation function. The parameters w are fitted during training. At the same

time, this non-linear functions allow us to generate new representations of the data in

order to perform machine learning tasks.

2.1.2 Feed-forward Neural Network

The connection of many perceptrons generates a feed-forward neural network (FNN).

FNN are modeled by layers in which the data sequentially pass through it, generating

a final output. Figure 2.2 shows a feed-forward neural network model. The perceptron

units are grouped by layers which receive as input the output of the previous layer,

generating a new activation. The last layer, called output layer, generates the final
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Figure 2.1: Perceptron model, the base unit of a feed-forward neural network. xi is the input
of the model, which is weighted by the parameters wi of the model and summed with a bias
b. The results is passed through an activation function which determines the output of the
perceptron.
Source: Harsh Pokharna, For Dummies: The Introduction to Neural Networks we all need.
https://medium.com/technologymadeeasy/for-dummies-the-introduction-to-neural-

networks-we-all-need-c50f6012d5eb

output ŷ of the model.

The parameters wi of the model are iteratively learned by minimizing a loss function

between the desired output and the output given by the model. In the classification

case, the categorical cross entropy loss function is commonly used, this function is

defined by the Equation 2.2:

J(w) =
n∑
i=1

yi log ŷi(x), (2.2)

where ŷi correspond to the output of the model for data i, yi correspond to the

desired real output for data i and n is the total number of data used to compute the

loss function.

The parameters are updated using the backpropagation algorithm [44], which com-

putes the partial derivatives of the loss function with respect to the parameters of each

layer of the model, iteratively modifying the parameters using an iterative optimization

algorithm such as gradient descent. For example, the Stochastic Gradient Descent al-

gorithm (SGD, [65]) updates the parameters in the opposite direction of the gradients,

controled by a learning rate. SGD is defined as
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Figure 2.2: Feed-forward neural network model. In this model, perceptron units are grouped by
layers called hidden layers, which takes as input the output of the previous layers, generating a
new activation. Then, a final layer generates the output ŷ of the model.
Source: Virtual Labs, Multilayer feedforward neural networks.
http://cse22-iiith.vlabs.ac.in/exp4/index.html

wt+1 = wt − η∇wJ(wt), (2.3)

where wt are the parameters at iteration t, η correspond to the learning rate, and

∇wJ(wt) represents the gradient of the loss function with respect to the parameters

w.

2.1.3 Convolutional Neural Networks

Convolutional neural networks [12, 44] are deep learning models commonly used when

data exhibit a topological structure to preserve (e.g. pixels in an image). The objective

is to model the data using different abstraction levels through layers using convolution

and statistical operations (e.g. maxpooling [53]).

The convolutions are operations realized by a kernel which slides through the en-

tire input and computes the dot product between the input and the parameters of the

kernel. The result of this operation is a tensor that represents an abstraction of the

original data. This representation will give us important features in order to perform the

machine learning task using a predictive model, as for example, a feed-forward neural
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network [92] .

Despite convnets being invented in 1987 [12], the lack of computational power,

enough amount of data and efficient regularization algorithms to avoid overfitting, did

not allow successful implementations until a few time ago. In 2012, thanks to the ReLU

[54] activation functions, dropout regularization [26, 76] and graphic processing units

(GPU’s), Krizhevsky et al. 2012 [42] obtained an important advantage over the rest of

competitors in the Large Scale Visual Recognition Challenge [68]1 (ILSVRC) of Ima-

geNet, one of the most important challenges in the computer vision field, positioning

convolutional neural networks as the best alternative for processing images in ma-

chine learning tasks. Since then, the most succesfull algorithms have been based on

this kind of architectures [75, 79, 25] using some variations and increasing the number

of the convolutional layers, thanks to algorithms that allow a better backpropagation of

the errors (e.g. batch-normalization [31])

2.2 Autoencoders

2.2.1 Vanilla Autoencoder

Autoencoders [67, 85] are unsupervised models which learn a function fw(x) ≈ x.

In other words, they generate an output x̂ that looks similar to the original input x.

To do that, autoencoders use a compressed representation of the data in a latent

space. Autoencoders can be decomposed in two parts that look as mirorred connected

networks. The first part (a.k.a. encoder) maps the data into the latent space, while

the second part (a.k.a. decoder) reconstructs the original data using the information

contained in the latent space. By doing that, the latent space, captures important

features that characterize an underlying representation of the data. We can optimize

the parameters w of the model by minimizing the average reconstruction error

J(w) =
1

n

n∑
i=1

L(xi, fw(xi)), (2.4)

1http://www.image-net.org/challenges/LSVRC/
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Figure 2.3: Representation of a vanilla autoencoder. The idea is to generate an output x̂ that
looks similar to the input x using a compressed representation of the data in a latent space.
The encoder tries to maps the data x into the latent space, while the decoder generates a
reconstruction x̂ from this latent space.

where L is a loss function such as the mean squared error if the input x has a

continuous representation or binary crossentropy if x is a binary vector. The scheme

of a vanilla autoencoder is shown in Figure 2.3.

2.2.2 Variational Autoencoder

Variational Autoencoders (VAE, [41, 35]) are deep generative models. Similar as vanilla

autoencoders, VAEs learn a function fw(x) ≈ x, generating data that looks like the input

data using a latent representation. The idea of variational autoencoders is to encode

data into a latent space that follows a known distribution from which we can sample

new data.

Formally, given data x and a probability distribution of the data p(x), we encode the

data into latent variables z that follow a probability distribution p(z) and generate new

data following a given distribution p(x|z). If we knew p(x|z) and p(z) we could find the

probability distribution of the data p(x) that generates new data x, by marginalizing over

z

p(x) =

∫
z

p(x|z)p(z)dz. (2.5)
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Given that the calculation of Equation 2.5 is intractable due the difficulty of ap-

proximating p(z) in high dimensionensions through sampling, the idea is to infer p(z)

through p(z|x), which is likely to produce values of p(x|z) for which x is non-zero, using

variational inference. In variational inference we approximate the posterior distribution

p(z|x) with a family of simpler distributions q(z|x) minimizing the difference of both dis-

tributions using Kullback-Liebler (KL) divergence, which measure the lost information

when using q(z|x) instead of p(z|x). The KL divergence can be defined as follows:

DKL[q(z|x)||q(z|x)] = Eqφ(z|x)
[
log

q(z|x)
p(z|x)

]
,

= Eqφ(z|x)[log q(z|x)− log p(z|x)]. (2.6)

Applying Bayes rule

DKL[q(z|x)||p(z|x)] = Eqφ(z|x)[log q(z|x)− log p(x|z)− log p(z)] + log p(x), (2.7)

using Equation 2.7 we can approximate the probability distribution of p(x) via maxi-

mizing the variational lower bound as follows:

log p(x) ≥ Eqφ(z|x)[log p(x|z)− (log q(z|x)− log p(z))],

= Eqφ(z|x)[log p(x|z)]−DKL[q(z|x)||p(z)]. (2.8)

In this Equation, qφ(z|x)[log p(x|z)] correspond to a maximum likelihood estima-

tion, which can be easily optimized by minimizing a statistical measure like the mean

squared error between the input x and the output x̂ of the network. ForDKL[q(z|x)||p(z)],
we have to use a prior probability distribution p(z) in order to compute the KL diver-

gence and optimize it. Assuming p(z) = N (0, I) as a prior probability distribution, there

is an analytical solution given two function approximators µ(x) and σ(x), which can be
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Figure 2.4: Representation of a variational autoencoder. Similar to a vanilla autoencoder, is
composed by an encoder and a decoder. The data is mapped into a latent space that follows
a known distribution. We are able to sample from this know distribution, generating new data
through the decoder.

computed as

DKL[N (µ(x), σ(x))||N (0, I)] =
1

2

J∑
i

(σ(xi) + µ2(xi)− log σ(xi)− 1), (2.9)

where J is the dimension of the latent space. Using Equation 2.9, we can use

the outputs µ and σ of the encoder as the function approximator to minimize the KL

divergence. The scheme of variational autoencoders is shown in Figure 2.4.

2.3 Semi-supervised Learning

In most of real cases, unlabeled data is abundant and easy to obtain, while labeling

data is expensive and time-consuming. On the other hand, deep neural networks

models need a huge amount of labeled data in order to avoid the overfitting and be

able to generalize to test data

The idea of semi-supervised learning is to take advantage of the unlabeled data

on top of labeled samples [4]. Intuitively, the key ideas for the success of a semi-

supervised classification models is to have an internal representation of the data that

meets the following characteristics: 1) have samples from the same class nearby each
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Figure 2.5: In a semi-supervised learning scenario we aim to find low density zones that divide
samples from different classes, performing accurate decision boundaries around them.

other, 2) have samples from different classes in different regions, 3) create decision

boundaries around the zones in which the density of points is lower. By doing this, we

aim to find boundaries that better separate the points that belong to different classes.

As we can see in Figure 2.5, when we take into account unlabeled samples and we

learn the decision boundaries around low density zones, we are able to create better

decision boundaries as compared to using only the limited labeled data.

2.4 Semi-supervised Variational Autoencoders

A promising approach to deal with labeled and unlabeled data during training are semi-

supervised variational autoencoders [40, 64, 49]. These models aim at learning a latent

space which depends on the labeled data. As the latent space is shared between

labeled and unlabeled data, points from the same class are expected to be closer in

the latent space. The generative semi-supervised model described in [40] defines a

generative process as follows:

p(y) = Cat(y|π), p(z) = N (z|0, I), pθ(x|z, y) = p(x; z, y, θ), (2.10)

where Cat(y|π) is modeled by a categorical distribution parametrized by π, the prior

probability for class y, π ∈ RK
+ ,
∑K

i=1 πi = 1, where K is the number of classes. z and
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y are treated as latent variables if no class is available. If labels are available, only z

is treated as a latent variable. p(x; z, y, θ) is the likelihood of x, defined as a non-linear

transformation of the variable z and y with parameters θ. In this work, we use deep

neural networks as a non-linear function approximation for f(x; z, y, θ).

Similar as in variational autoencoders, we approximate the posterior distribution

p(z, y|x) by another function qφ(z, y|x), as an inference model. The inference model is

defined as follows:

qφ(y|x) = Cat(y|πφ(x)), qφ(z|y, x) = N (z|µφ(y, x), σ2
φ(x)I) (2.11)

where µφ(x) and σ2
φ(x) are the mean and variance outputed by the neural network

with parameters φ. Cat(y|πφ(x)) is a categorical distribution with prior π which is given

by a probability vector that depends on x. For this model we can derive two variational

lower bounds, one for the labeled data and other for unlabeled data. For a single

labeled datapoint the variational lower bound is given by:

log p(x, y) ≥ Eqφ(z|x,y)[log pθ(x|y, z) + log pθ(y) + log p(z)− log qφ(z|x, y)],

= Eqφ(z|x,y)[log pθ(x|y, z)] + C +DKL[qφ(z|x, y)||p(z)],

= −L(x, y).

(2.12)

For a single unlabeled datapoint, we treat both z and y as latent variables. The

variational lower bound is given by:
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log p(x) ≥ Eqφ(z,y|x)[log pθ(x|y, z) + log pθ(y) + log p(z)− log qφ(y, z|x)],

= Eqφ(z,y|x)[log pθ(x|y, z) + C + log p(z)− log qφ(y|x)− log qφ(z|x)],

= Eqφ(y|x)[Eqφ(z|x)[log pθ(x|y, z) + C + log p(z)− log qφ(y|x)− log qφ(z|x)]],

= Eqφ(y|x)[Eqφ(z|x)[log pθ(x|y, z)] + C +DKL[qφ(z|x)||p(z)]− log qφ(y|x)],

= −U(x),
(2.13)

where log pθ(y) = C is a constant which represent class proportions. The final

objective function be defined as the summation of the lower bounds for labeled and

unlabeled data as

J =
∑

(x,y)∼p̃l(x,y)

L(x, y) +
∑

x∼p̃u(x)

U(x). (2.14)

Notice that a distribution qφ(y|x) was defined in Equation 2.11. This distribution will

help the labeling process when labels are missing. In order to improve the labeling

process for unlabeled data, we can take advantage of the labeled data points adding

an extra discriminative term to the objective. Also, this discriminative term will be en-

charged of enforce the separation of the gaussians into the latent space. The overall

objective can be defined as:

J =
∑

(x,y)∼p̃l(x,y)

L(x, y) + αEp̃l(x,y)[− log qφ(y|x)] +
∑

x∼p̃u(x)

U(x), (2.15)

where p̃l(x, y) and p̃u(x) are the empirical distributions over labeled and unlabeled

data respectively, and α is an hyperparameter that controls the relative importance

between the discriminative and generative process of the model.

In recent works, the latent space is often extended to an embedding in which the

latent space corresponds to an embedding representantion [34] and each class is

mapped into an embedding component. Our proposed Adversarial Variational Domain

Adaptation framework is based on semi-supervised variational autoencoders using a
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Figure 2.6: Overall process of GANs. The generator generates data that look like the real data
using noise as input. On the other hand, the discriminator tries to distinguish if the data is real
or was generated. Doing that, we aim to capture the underlying data distribution.
Source: Thalles Silva, An Intuitive Introduction to Generative Adversarial Networks.
https://www.freecodecamp.org/news/an-intuitive-introduction-to-generative-

adversarial-networks-gans-7a2264a81394/

variational deep embedding representation.

2.5 Adversarial Learning

Generative adversarial networks (GAN, [21]) are models composed of two networks: a

generator and a discriminator. The idea of GANs is to find the underlying distribution

behind the data by using these two networks under a two-player game. The generator

tries to generate data that looks like the real one, while the the discriminator tries to

distinguish if the data is real or if it was generated. The network is trained in a minimax

fashion, forcing the generator to fool the discriminator, while the discriminator learns

how to not be fooled. The overall process is shown in Figure 2.6.

The optimization of a GAN process is shown in Equation 2.16:

min
G

max
D

V (D,G) = min
G

max
D

Ex∼pdata(x)[logD(x)] + Ez∼pz(z)[log 1−D(G(z))] (2.16)
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where D(·) and G(·) repreents the discriminator and generator respectively and z rep-

resents the noise from which the input of the generator is sampled.

2.6 Transfer Learning

Consider a problem in which we have a large amount of data in one domain (source)

and a limited amount of data on another domain (target) and they do not have the

same feature space or data distribution. The goal of transfer learning is to improve the

performance on the target domain by exploiting similarities between the source and

target domains.

Formally, consider a domain D composed of a d-dimensional feature space X ⊆ Rd

and a marginal probability distribution p(x). For this domain, a task T is defined by a

label space Y. A conditional probability p(y|x) is learned from the pairs {xi, yi} (where

xi ∈ X and yi ∈ Y). Given a source domain Ds and a target domain Dt, the goal

of transfer learning is to learn p(yt, xt) exploiting previous learned probability p(xs, ys),

given that p(xs, ys) 6= p(xt, yt) [59].

Several approaches have been developed in classical machine learning in order

to learn the conditional probability p(yt|xt) [7]. For example the instance re-weighting

methods propose to estimate the likelihood of being source or target in order to de-

crease the importance of the missclassified source examples [11] [5] [90]. Parameter

adaptation methods try to directly modify the classifier trained on source domain in

order to perform better on the target domain [36] [88] [6].

Due to the capability of deep networks to learn transferable [2, 91, 57] and invariant

[20] representations of the data, deep transfer learning techniques have become in a

wide and successful area of research [80]. These methods use deep neural architec-

tures designed to exploit similarities betweeen domains. Deep transfer learning can be

grouped in three categories: Shallow transfer learning considers a deep architecture

for feature extraction and these features can be used in any of the methods described

before (e.g. [10], [8], [77]). Fine-tuning deep CNN architectures is used to retrain some

layers of a deep architecture trained on source, with target samples [91, 57]. Better
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results in deep transfer learning have been achieved by Deep domain adaptation ar-

chitectures, which are methods designed for aligning source and target distribution into

a shared internal representation.

2.6.1 Domain Adaptation

Domain adaptation methods deal with the challenge of transfer learning by reducing

the domain shift between the source and target domains [58]. This is achieved by

aligning the data in a common intern representation for them.

Some statistical metrics have been proposed in order to align source and target

distributions, such as maximum mean discrepancy (MMD) [48, 46, 83, 87], Kullback

Leibler (KL) divergence [94] or correlation alignment (CORAL) [78, 60]. Since the ap-

pearance of Generative Adversarial Networks [21] significant work has been devel-

oped around adversarial domain adaptation (ADA) techniques [14, 13, 16]. The idea

of ADA methods is to use a domain classifier which discriminates if a sample belongs

to the source or target domain, while a generator learns how to create indistinguish-

able representations of data in order to fool the domain classifier. By doing this, a

domain-invariant representation of the data distribution is produced in a latent space.

Despite ADA models achieving good results either by matching distributions in a

feature representation (i.e. feature-level) [13, 45, 47, 74, 69] or generating target im-

ages that look as if they were part of the source dataset (i.e. pixel-level) [32, 93, 28,

30, 29], when they are used in a UDA scenario, they have difficulties dealing with big

covariate shifts between domains [95]. Furthermore, when a few number of annotated

target samples are included, these models often do not improve performance relative to

just training with labeled target samples [71]. In order to deal with few labels, few-shot

domain adaptation methods have been created [51, 52], which are not meant to work

with unlabeled data, often producing overfitted representations and having problems to

generalize on the target domain [86].

Semi-supervised domain adaptation (SSDA) deal with these challenges using both

labeled and unlabeled samples during training [19, 22, 18, 73, 1, 72]. Usually for SSDA

16



we are interested on finding a space in which labeled and unlabeled target samples

belonging to the same class have a similar internal representation [10, 89, 95, 71].

Our proposed AVDA framework uses a variational deep embedding [34] represen-

tation, in which both source and target samples that belong to the same class are

mapped into an embedding component, allowing the model to obtain a significant

speed-up in performance as more labels are used from the target domain.
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Chapter 3

THE METHOD

In this work we propose Adversarial Variational Domain Adaptation (AVDA), a model

based on semi-supervised variational deep embedding (SSVaDE) and adversarial meth-

ods. We use a Gaussian mixture model as a prior for the embedded space and align

samples from source and target domains that belong to the same class into the same

Gaussian component.

3.1 Problem Definition

In a semi-supervised domain adaptation scenario, we are given a source domain Ds =
{xsi , ysi }n

s

i=1 with ns number of labeled samples and a target domain Dt = {(xti, yti)}n
t

i=1

with nt number of labeled samples. Also, for the target domain we have a subset Du =
{(xui )}n

u

i=1 of nu unlabeled samples. For both domains we have the same K classes, i.e.

ysi ∈ {1, ..., K}, yti ∈ {1, ..., K}. Source and target data are drawn from unknown joint

distributions ps(xs, ys) and pt(xt, yt) respectively, where ps(xs, ys) 6= pt(xt, yt).

The goal of this work is to build a model that provides an embedding space z in

which source and target data have the same representation for each of the K classes.

We propose the use of a Semi-supervised Variational Deep Embedding [20]. This

model is composed by the inference models qsφ(z
s|xs) and qtψ(z

t|xt) that encodes source

and target data into this latent representation, which we set to be a mixture of Gaussian

distribution depending on the labels y and they are parametrized by φ and ψ, for source

and target respectively. Also, the generative model psθ(x
s|zs) describes the data as if

they were generated from a latent variable zs and is parametrized by θ. A discriminative

process qsφ(y
s|xs) is included to enforce the separability between the Gaussian mixture

components. The overall model is displayed in Figure 3.1.
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Figure 3.1: Overall architecture for Adversarial Variational Domain Adaptation. The model
works in three steps. First, source data Ds is encoded into an embedded space zs using the
inference model with parameters φ and decoded using the generative model with parameters
θ. Each data point is mapped to an embedded component associated to its class. Second,
a classifier with parameters w is trained to discriminate if a sample comes from the source
domain and its class, or comes from the target domain. Third, the target inference model is
trained in an adversarial fashion using target data Dt and Du, generating an aligned embedding
representation for source and target domains.

3.2 Adversarial Variational Domain Adaptation Model

For the source domain, we define a generative process as follows:

p(y) = Cat(y|π) p(z|y) = N (z|µ(y), σ2(y)) pθ(x
s|z) = p(xs; z, θ) (3.1)

where Cat(y|π) is a multinomial distribution parametrized by π, the prior probability

for class y, π ∈ RK
+ ,
∑K

y=1 πi = 1. At the same time, µ(y) and σ2(y) are the mean

and variance of the embedded normal distribution corresponding to class labels y.

p(xs; z, θ) is a likelihood function whose parameters are formed by non-linear transfor-

mations of the variable z using a neural network with parameters θ. In this work, we

use deep neural networks as a non-linear function approximation.

For source and target domains, we define two inference models. We use variational

19



inference to find an approximation for the true posterior distribution p(y, z|x) using the

approximated posterior distributions qφ(y, z|x) and qψ(y, z|x) which are parametrized

by a deep neural networks with parameters φ for the source domain and ψ for the

target domain. We assume the approximate posterior can be factorized as q(y, z|x) =
q(z|x)q(y|z), and model it by using normal and categorical distributions as follows:

qφ(z
s|xs) = N (z|µφ(xs), σ2

φ(x
s)) qφ(y

s|zs) = Cat(ys|πφ(zs)) (3.2)

qψ(z
t|xt) = N (z|µψ(xt), σ2

ψ(x
t)) qψ(y

t|zt) = Cat(yt|πψ(zt)) (3.3)

where (µφ(x
s), σφ(x

s)) and (µψ(x
t), σψ(x

t)) are the outputs of the source and target

deep neural networks with parameters φ and ψ respectively, and are then used to sam-

ple z from a Gaussian mixture distribution by using the reparametrization trick defined

in [41]. qφ(y
s|zs) and qψ(y

t|zt) represent the source and target processes modeled

through independent neural networks. These networks take the latent variables and

return the parameters πφ(z
s) and πψ(z

t) to sample a categorical variable by using a

Gumbel-Softmax distribution [34]. With this estimator, we can generate labels y and

backpropagate through this sampled categorical variable by using the continuous re-

laxation defined by Jiang et al. 2016 [34], avoiding the marginalization over all the

categorical labels introduced in [40, 34], significantly reducing computational costs.

3.3 Variational Objectives

The supervised variational lower bound on the marginal likelihood for a single source

data point can be derived similarly to a deep generative model [41, 40] as follows:

log pθ(x
s) ≥ Eqφ(zs|xs)

[
log pθ(x

s|zs)
]
−DKL

(
qφ(z

s|xs)||pθ(zs)
)

(3.4)

where the labels y are used to map each sample to their correspondent embedding

in latent space. At the same time, a predictive function qφ(y
s|xs) is included in order

to enforce the separability between the embedding components. The lower bound for
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source domain can be optimized by minimizing the following objective:

Lssup = DKL

[
qφ(z

s|xs)||pθ(zs)
]
− Eqφ(zs|xs)

[
log pθ(x

s|zs)
]
− αs log qφ(ys|xs) (3.5)

where αs is the hyper-parameter that controls the relative importance between the

generative and discriminative processes of the model.

On the other hand, for the target domain, we would like that the inference model

will be able to map the samples into the same embedding obtained by the source

generative model. Taking this into account, the objective can be decomposed in two

parts. One for labeled data and other for unlabeled data. For a single target labeled

data point we can obtain the supervised objective as follows:

Ltsup = DKL

(
qψ(z

t|xt)||p∗θ(zt)
)
− αt log qψ(yt|xt) (3.6)

where p∗θ(z) is the optimized prior distribution for the source. αt is the hyper-parameter

that controls the relative importance of the discriminative process in the model. For a

single target unlabeled data point we can derive the unsupervised objective as follows:

Ltunsup = DKL(qψ
(
zt, yt|xt)||p∗θ(zt, yt)

)
= Eqψ(z|x)

[
DKL(qψ(y

t|zt)||p∗θ(yt))
]
+ Eqψ(y|z)

[
DKL(qψ(z

t|xt)||p∗θ(zt|yt))
] (3.7)

The minimization of this term helps generating the mapping of each unlabeled target

sample component into the correspondent embedding space using a predicted cate-

gorical variable.

3.4 Adversarial Objective

We would like the agglomerative distribution over the approximated posterior distribu-

tion q(z) = Ep∗(x) [q(z|x)] to be the same for source and target domains (i.e qψ(z
s) =

qφ(z
t)). These distributions are embedded spaces which depend on the labels, hence

we use the semi-supervised generative adversarial model proposed by Odena A. 2016
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[56] in order to encourage the alignment between these distributions. In particular, we

use a discriminator Dw(·) with parameters w which takes the form of a classifier distin-

guishing between K + 1 classes, where the first K classes correspond to the source

classes and the class K + 1 correspond to a class representing the data was gener-

ated by the target inference model. By doing this, we encourage the discriminator to

learn the underlying distribution of each class independently. This discriminator, can

be optimized using the following objective:

LD =
∑

(xi,yi)∈Ds
H(D(qsφ(z

s
i )), y

s
i ) +

∑
(xi)∈Du∪Dt

H(D(qtψ(z
t
i)), y

′ = K + 1) (3.8)

where H(·, ·) is the cross entropy loss. On the the other hand, we try to confuse D via

an adversarial loss which forces the inference model of the target to learn a mapping

from the samples to their correspondent embedding component. We can optimize the

parameters of the target inference model using the following objective:

LA =
∑

(xi)∈Du
H(D(qtψ(z

t
i)), ỹi

t)) +
∑

(xi,yi)∈Dt
H(D(qtψ(z

t
i)), y

t
i)) (3.9)

where ỹt are the predicted categorical variables sampled from the Gumbel-Softmax

distribution for unlabeled target samples and yt the real class for labeled target sam-

ples.

3.5 Overall Objectives and Optimization

In this section we describe the overall objective of the model and how this objective

can be optimized. The training process is done in three steps: train the source model,

train the discriminator, and train the target model.

Source Step: The first step consists in optimizing the source model. By doing this,

we can obtain an embedding space which will be used later to map target samples

into the same embedding components. The overall objective for the source domain

is defined in Equation 3.5 and it is composed of three terms. The first term can be
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computed analytically by following the proof of [34] as follows:

DKL

[
qφ(z|x)||pθ(z)

]
=

ns∑
i=1

(
− J

2
log (2π) +

1

2

J∑
j=1

(
log (2πσ2

j (y)) +
σ2
φ(xij)

σ2
j (y)

+
(µφ(xij)− µj(y))2

σ2
j (y)

− 1− log σ2
φ(xij)

))
(3.10)

where µφ(x) and σ2
φ(x) are the approximated mean and variance given by the neural

network. µ(y) and σ2(y) are the mean and variance of each embedding component.

J is the dimensionality of µφ(x) and σ2
φ(x). The second term can be optimized by

computing the expectation of gradients using the reparametrization trick defined in [41,

35] as follows:

∇{θ,φ} Eqφ(z|x)
[
log pθ(x|z)

]
= EN (0,I)

[
∇{θ,φ} log pθ(x|µφ(x) + σ2

φ(x)� ε)
]

(3.11)

where ∇ denotes simple gradients over the parameters φ and θ. � is the element-

wise product. The third discriminative term can be trivially optimized by minimizing

the cross entropy loss between real labels and predicted labels as estimated by the

predictive function.

Discriminative Step: The discriminative step is done by minimizing Equation 3.8

with respect to the parameters w of the discriminator Dw(·). The goal of this step is

to encourage the discriminator to learn the embedding representation generated by

using the source domain. Then, we minimize the target inference model in order to fool

the discriminator mapping samples into the same embedding. For this purpose, the

discriminative step and later introduced target step are performed alternately.

Target Step: The overall objective for the target domain can be written as follows:

Lt = γLtsup + (1− γ)Ltunsup + LA (3.12)

where γ is a hyperparameter that controls the relative importance between labeled and

unlabeled samples. In this Equation, Ltsup can be optimized using Equation 3.10. Ltunsup
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can be decomposed into two terms as in Equation 7. Following the derivation of [1],

we can compute the derivatives of the second term using expectation of gradients and

the reparametrization trick defined in [33] to derive a Monte Carlo estimator as follows:

∇φ Eqφ(y|z)
[
DKL(qφ(z|x)||pθ(z|y))

]
= EGumbel(g|0,1)[∇φDKL(qφ(z|x)||pθ(z|ỹ))] (3.13)

where ỹ is a predicted categorical variable sampled using the Gumbel-softmax relax-

ation defined as:

ỹ = argmax(f(φ, g, τ)), f(φ, g, τ)1≤k≤K =
exp((α̃k + gk)/τ)∑K
i=1 exp((α̃i + gi)/τ)

(3.14)

where α̃k are parameters outputed by the neural network πφ(z), g is a random variable

sampled from g ∼ Gumbel(0, 1) and τ is a hyperparameter that regulates the entropy of

the sampling. This reparametrization trick allows us to discretize y during the forward

pass, while we can use a continuous approximation in the backward pass. The KL

divergence of Equation 3.13 is similar to the one introduced for source optimization,

hence we can use the analytical solution introduced in Equation 3.10. The derivatives

of the second term of Equation 3.12 can be computed as:

∇φ Eqφ(z|x)
[
DKL(qφ(y|z)||pθ(y))

]
= EN (ε|0,1)[∇φDKL(qφ(y|z)||pθ(y))] (3.15)

The third term of Equation 3.12 can be optimized by minimizing Equation 3.9 with

respect to the parameters ψ. The overall training process is sumarized in Algorithm 1.
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Algorithm 1 Training procedure for Adversarial variational Transfer
1: Pretrain the model finding {θ, φ} by minimizing Ls
2: while not converge do:
3: Ds ← getSupervisedMiniBatchSource()
4: Dt ← getSupervisedMiniBatchTarget()
5: Du ← getUnsupervisedMiniBatchTarget()
6: LD ← Equation 3.8, ∀{xi, yi} ∈ Ds ∧ ∀{xi} ∈ Du
7: wt+1 ← wt − η∇wt

8: Lt ← Equation 3.12, ∀{xi, yi} ∈ Dt ∧ ∀{xi} ∈ Du
9: ψt+1 ← ψt − η∇ψt

10: end while
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Chapter 4

EXPERIMENTS

We evaluate our framework on the digits dataset composed of MNIST [43], USPS [9],

and Street View House Numbers (SVHN) [55]. We then apply it to a real case sce-

nario using galaxy images from the Cosmic Assembly Near-infrared Deep Extragalac-

tic Legacy Survey (CANDELS, [23]) as source and the Cluster Lensing and Supernova

Survey with Hubble (CLASH, [62]) as target.

4.1 Digits

We use three benchmark digits datasets: MNIST (M), USPS (U), and Street View

House Numbers (SVHN) (S). Theses datasets contain images of digits from 0 to 9 in

different environments: M and U contain handwritten digits while, S contain natural

scene images. Each dataset is composed of its own train and test set: 60, 000 train

samples and 10, 000 test samples for MNIST; 7, 291 train samples and 2, 007 test sam-

ples for USPS; and 73, 257 train samples and 26, 032 test samples samples for SVHN.

For adaptation purposes we used, the evaluation protocol proposed in CyCADA [28],

i.e. three domain adaptation task are performed: from MNIST to USPS (M→ U), from

USPS to MNIST (U→ M), and from SVHN to MNIST (S→ M).

4.1.1 Implementation Details

For all the tasks, images were rescaled to [−1.0, 1.0] and resized to 32x32. The SVHN

dataset contains RGB images, so for S → M, the MNIST images were repeated in

each of the three filters in order to use the same input tensor size to the network.

The hyperparameters were empirically selected by measuring the performance on 100

randomly selected samples from the training set, performing 5 cross-validated exper-

iments. Specifically, for all scenarios αs was set as 1000 and αt as 10. γ was set as
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1.0 and linearly decreased to 0.90 after 25 unsupervised batches, τ was set as 3. Our

embedding is created on a 20-dimensional space, where the means µφ and standard

deviations σφ of each Gaussian component are learnt via backpropagation. The means

are initially set along different axes so that ||µφ|| = 10 and σφ = ~1 (all-ones vector). Our

training was performed using the Adam optimizer [39] with parameters β1 = β2 = 0.5

and a learning rate of 0.001 using mini-batches of 128 samples. For fair comparison,

we used similar network architectures as the ones proposed in [45, 30].

4.1.2 Results

We compare our results with state-of-the-art methods in UDA and SSDA scenarios. In

the UDA scenario, we use a fully labeled source and a fully unlabeled target to perform

the adaptation. In Table 4.1, we show our results and compare them to previous ap-

proaches as obtained from their papers. We report the mean accuracy and its standard

deviation across ten random experiments and the accuracy obtained by our best run.

Even though our method is not designed for an unsupervised scenario, it is competitive

on M→ U and U→M. Our method performs poorly on S→M, which presents a higher

domain shift, and ACAL performs the best by matching features at a pixe-level adding

a relaxation on the cycle consistency, replacing it by a task-specific loss.

For the SSDA scenario, we perform experiments using one label per class on the

target (denoted as 1-shot) and five labels per class on the target (denoted as 5-shot).

The rest of the training samples are used in an unsupervised fashion. We compare our

results against other methods that utilize the same number of labels per class. Notice

that CCSA [52] and FADA [51] do not utilize unlabeled samples during training while we

do. The results are computed using the same procedure as before and are displayed

in Table 4.2. Here, we outperform all previous approaches. Our approach has a higher

speed of adaptation in the sense that by using a small number of labels in the target

domain we are able to obtain competitive results.
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Unsupervised
Method M→ U U→ M S→ M
UNIT [45] 95.97 93.58 90.53
SBADA-GAN [69] 97.6 95.0 76.1
CyCADA [28] 95.6± 0.2 96.5± 0.1 90.4± 0.4
CDAN [47] 95.6 98.0 89.2
DupGAN [30] 96.01 98.75 92.46
ACAL [29] 98.31 97.16 96.51
CADA [95] 96.4± 0.1 97.0± 0.1 90.9± 0.2

AVDA (ours) best 97.63 97.68 76.80
AVDA (ours) random 96.92 96.59 76.98

±0.92 ±0.80 ±1.36

Table 4.1: Results on Digits dataset for unsupervised task. All the results are reported using
accuracy by performing 10 random experiments.

1-shot 5-shot
Method M→ U U→ M S→ M M→ U U→ M S→ M
CCSA [52] 85.0 78.4 - 92.4 88.8 -
FADA [51] 89.1 81.1 72.8 93.4 91.1 86.1
F-CADA [95] 97.2 97.5 94.8 98.3 98.6 95.6

AVDA (ours) best 98.63 98.41 95.80 98.68 98.62 97.19
AVDA (ours) random 98.36 98.25 95.13 98.5 98.59 96.93

±0.14 ±0.27 ±0.47 ±0.19 ±0.028 ±0.18

Table 4.2: Results on Digits dataset for semi-supervised task. All the results are reported using
accuracy by performing 10 random experiments.

4.1.3 Ablation Study

We examined the performance of AVDA adopting three different training strategies, in

which we change critical components of our framework. First, we investigate the use of

fixed priors during training (i.e they are not updated via backpropagation). We denoted

this experiment as AVDAFP. Second, we investigate the model in a classical adversarial

domain adaptation scenario (i.e the discriminator tries to distinguish between samples

generated by source or target). We denote this experiment as AVDAADA. Third, we

investigate the model when a target generative model is included. We denote this

experiment as AVDAGT. The experiments were performed in the most difficult digit

scenario S→ M using five labels per class. For the first experiment, AVDAFP obtained
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an accuracy of 92.17± 1.88, hence lowering the accuracy of our model. For the second

experiment, AVDAADA obtained an accuracy of 95.13± 1.03, increasing the variance of

the model performance. For the third experiments, AVDAGT obtained an accuracy of

91.76 ± 0.39, decreasing the discriminative capability of our model. In consequence,

AVDA components obtain the best performance as compared to these three slightly

variant frameworks.

4.1.4 Visualization

In order to visualize the alignment between source and target domains, we visualize

the embedding space by using t-distributed stochastic neighbor embedding (t-SNE,

[84]) for the task S→ M considering a 5-shot scenario. Figure 4.1 shows this visualiza-

tion. On the left, we show each class in a different color, demonstrating the classifying

capability of the model. On the right, we show the source and target in different colors,

demonstrating the ability of the model to generate good alignments between the data

labels and the embedded components for both domains. In figure 4.2 we visualize

some predictions of the model over target considering the same 5-shot scenario. For

this experiment we achieve 96.44% of accuracy.

Figure 4.1: Visualization of the embedding space using t-SNE for the S→ M task considering
a 5-shot scenario. Colors on the right panel represent the data labels, showing the capability
of the model to generate good discriminative boundaries. Colors on the right panel represent
source and target data showing the capability of the model to align source and target domains
into the same embedding components.
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Figure 4.2: Visualization of predictions over target for the S→ M task considering a 5-shot
scenario. On top of each image is displayed the real class and the class predicted by the
model.

4.2 Galaxies

We use galaxy images from CANDELS [23] and CLASH [62] and address the problem

of classifying them according to their morphologies: smooth, features, irregular, point
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source, and unclassifiable1. To train our baseline model, we used HST images from a

CANDELS field taken with WFC3 in the F160W band, GOODS-S [17]2. Labels were

created by expert as described in Kartaltepe et al. 2014 [38]. To these images we

added the mosaic from Hubble Legacy Fields (HLF) Data Release 1.5 for the GOODS-

S region (HLF-GOODS-S) [3]. We used the 0.06′′/pixel resolution version in the filter

F160W, selecting galaxies with F160W magnitudes Hmag < 24.5. We created postage-

stamp images from the GOODS-S mosaic setting the size to four times the galaxy

radius as reported in the catalog of Guo et al. 2013 [24]. We obtain a final sample of

7, 567 galaxies.

For the transfer learning sample we used images from the CLASH Multi-Cycle Trea-

sury program [63]. CLASH observed 25 clusters of galaxies with WFC3 over a period

of 3 years, in up to 16 filters, namely F225W, F275W, F336W, F390W, F435W, F475W,

F606W, F625W, F775W, F814W, F850W, F105W, F110W, F125W F140W and F160W,

covering the ultra violet (UV), optical (OPT) and NIR regions of the spectrum. La-

bels for CLASH were also created by experts as described in Perez-Carrasco et al.

2018 [61], containing 1, 600 labels in total. Molino et al. 2017 [50] published accurate

multiwavelength photometric catalogs for these clusters which also provide the galaxy

radius. We created postage-stamp images for each filter separately following the same

criterion for the magnitude cut and the size that we adopted for CANDELS.

For both datasets, labels are described as the probability for the galaxy to have a cer-

tain morphological type. This probability is defined as:

PT =
NT

Ntot

, (4.1)

where NT is the number of people who assigned a type T to the galaxy and Ntot is the

total number of people who classified that galaxy. We used as the sample class the

class given by PT if PT ≥ 0.5

1Data is public available at:
https://drive.google.com/open?id=1BSc42VfAb2Mw0zlQShTFUnbCQaf11q4q

2The Great Observatories Origins Deeps Survey
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4.2.1 Implementation Details

For this task, images were rescaled to [0.0, 1.0] and resized to 32x32. The hyperparam-

eters were empirically selected by measuring the performance on 3 randomly selected

samples from the training set. αs was set as 1000 and αt as 10. γ was set as 1.0 and lin-

early decreased to 0.85 after 25 unsupervised batches, τ was set as 3. Our embedding

is created on a 20-dimensional space, where the means µφ and standard deviations σφ
of each Gaussian component are learnt via backpropagation. The means are initially

set along different axes so that ||µφ|| = 10 and σφ = ~1 (all-ones vector). Our training

was performed using the Adam optimizer [39] with parameters β1 = β2 = 0.5 and a

learning rate of 0.001 using mini-batches of 128 samples. We used similar network

architectures as the proposed in [45].

4.2.2 Results

For the morphology classification task, we trained 6 different models using 0, 1, 5, 10,

25 and 50 labeled target samples per class. Also, a model using full labeled target was

trained. As in a classical semi-supervised setting, all unlabeled target images were

used for training and evaluation. We show the results in Figure 4.3. We can notice

that just a few number of labeled samples are enough to make important corrections

in the domain shift, observing a significant speed-up in performance when labels are

included.

We can notice that there is a difference of ∼ 8% between a model trained with 50

labeled samples and a model trained using all the labels. Given that the classes are

computed using PT if PT ≥ 0.5, for the classes exist a probability of 1 − PT that this

galaxy does not belong to the right class implying that the galaxy could should has

a doubtful morphology. In this sense, the galaxies with lower PT should be close to

another class in latent space. Using full labeled source, we are able to perform better

decision boundaries around the galaxies with doubtful morphologies.
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Figure 4.3: Performance in terms of accuracy in morphology recognition task using 0, 1, 5,
10, 25 and 50 number of labeled target samples per class represented by a black solid line.
Performance by using full labeled target is presented by a red dashed line. Results are reported
by performing 5 random experiments.

4.2.3 Visualization

We visualize the embedding space by using t-SNE [84] for the task CANDELS→
CLASH considering a 50-shot scenario. Figure 4.4 shows this visualization. On the

left, we show each class in a different color. On the right, we show the source and

target in different colors. In figure 4.5 we visualize some predictions of the model over

target considering the same 50-shot scenario. For this experiment we achieve 62.06%

of accuracy.

We can notice that in latent space some classes are very close, this is because for this

experiment we do not have hard classes, instead we are using as the object class, the

given by PT if PT ≥ 0.5. Objects from different classes that look similar, should be close

in latent space too given the reconstruction term.
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Figure 4.4: Visualization of the embedding space using t-SNE for the CANDELS→ CLASH
task considering a 50-shot scenario. Colors on the left panel represent the data labels. Colors
on the right panel represent source and target data.
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Figure 4.5: Visualization of predictions over target in the CANDELS→ CLASH task considering
a 50-shot scenario. On top of each image is displayed the real class and the class predicted by
the model.
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Chapter 5

CONCLUSION

In this work we present Adversarial Variational Domain Adaptation (AVDA), a semi-

supervised approach for domain adaptations problems were a vast annotated source

domain is available but none or few labels from a target domain exist. Unlike previous

methods which align source and target domains into a single common feature space,

we use a variational embedding and align samples that belong to the same class into

the same embedding component using adversarial methods.

Experiments on digits and galaxy morphology classification problems are used to val-

idate the proposed approach. Despite we do not achieve competitive results in all

the tasks in an unsupervised fashion on digits classification, we outperform previous

state of the art methods from 0.3 to 1.5% of accuracy in a semi-supervised fashion us-

ing 1 and 5 labels per class. Our model presents a significant speed-up in terms of

the increase in accuracy as more labeled examples are used from the target domain,

increasing the accuracy more than 15% using only one label per class for the morphol-

ogy classification task, demonstrating the capability of the model to align embedding

spaces in high domain shift scenarios.

One of the difficulties of this work was finding the prior distribution parameters for the

variational model. In some low-domain shift tasks (such as M↔ U), the chosen of fixed

parameters µ and sigma for each class achieve good results, while in high domain shift

it was necessary to learn these parameters of the distributions during training. For fu-

ture work we investigate better ways to find the prior distribution parameters. By finding

better prior distributions we will be able to align difficult tasks such as Office-31 [70].

Also, we investigate the using of deeper architectures for encoding complex data into

embedding representations.

Finally, we intend to extend the present work in order to be useful for semi-supervised
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domain adaptation using videos by mixing VaDE [34] and LSTM [27]. The idea is to

generate a hidden representation of the data that correspond to an embedding distri-

bution depending on the class, being able to map target samples that belong to the

same class into the same distribution into the LSTM’s latent representation, as AVDA

does.
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Chapter 6

Suplementary Material

6.1 Apendix A

In this appendix we provide complete derivations for Equation 3.10. This Equation can

be decomposed in the following terms:

DKL

[
qφ(z|x)||pθ(z)

]
=

∫
z

qφ(z|x) log
qφ(z|x)
pθ(z)

dz

=

∫
z

qφ(z|x) log qφ(z|x)dz −
∫
z

qφ(z|x) log pθ(z)dz

=

∫
z

N (z|µ̃, σ̃2I) logN (z|µ̃, σ̃2I)dz −
∫
z

N (z|µ̃, σ̃2I) logN (z|µ, σ2I)dz

(6.1)

Following the derivations of Lemma 1 in appendix B of Jiang et al. 2016 [34], we can

compute an analytical solution for the first term as follows:

∫
z

N (z|µ̃, σ̃2I) logN (z|µ, σ2I)dz =
1

2

J∑
j=1

− log 2πσ2
j −

σ̃2
j

σ2
j

− (µ̃j − µi)2

σ2
j

(6.2)

Using the same Lemma, the analytical solution for the second term can be computed

as follows:

∫
z

N (z|µ̃, σ̃2I) logN (z|µ̃, σ̃2I)dz = −J
2
log 2π − 1

2

J∑
j=1

(1 + log σ̃2
j ) (6.3)

By combining Equation 6.1 and 6.1, we obtain the solution introduced in Equation

3.10.
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6.2 Apendix B

In this appendix we provide complete derivations for Equation 3.7. This Equation can

be decomposed in two terms as follows:

DKL(qψ
(
z, y|x)||pθ(z, y)

)
= Eqψ(z,y|x)

[
log

qψ(z, y|x)
pθ(y, z)

]
= Eqψ(z,y|x)

[
log

qψ(z|x)
pθ(z|y)

]
+ Eqψ(z,y|x)

[
log

qψ(y|z)
pθ(y)

]
= Eqψ(y|z) Eqψ(z|x)

[
log

qψ(z|x)
pθ(z|y)

]
+ Eqψ(y|z) Eqψ(z|x)

[
log

qψ(y|z)
pθ(y)

]
= Eqψ(y|z)

[
DKL(qψ(z|x)||pθ(z|y))

]
+ Eqψ(z|x)

[
DKL(qψ(y)||pθ(y))

]
(6.4)

This Equation can be further optimized following the procedures introduced in Equa-

tion 3.13 and Equation 3.15.
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